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ABSTRACT 
The User Interface (UI) plays a crucial role in the 
development of the interactive applications; its simplicity 
of use can be sometimes otherwise important criteria of the 
application assessment. A good application that is 
represented by a non adequate interface can be judged like 
non success application, from where the utility of UI 
generator that can guarantee us a legible, intuitive and easy 
interface to manipulate by any users.  
The multi agents systems are endowed with interesting 
capacity susceptible to help the specialists of the UI to the 
conception and to the development of the interactive 
systems. In order to take advantage of these professions, we 
proposed a method for the UI generation based on a multi 
agent model. Our approach is based on a set of rules 
assuring the passage from the task model to the multi agent 
model and from this last toward the user interface 
generation. 
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1.  Introduction 
 
Several research projects have been dedicated to the 
modelling of user tasks in the field of interactive system 
design (see, for example, the work concentrating on the 
following methods: MAD [1], DIANE [2], GOMS [3]). 
However, their actual use is far from being a widespread 
practice. One of the possible reasons for this is that they do 
not use truly formal methods, which make it possible to 
provide the task models with conciseness, coherence and 
non-ambiguity [4]. What is more, these projects suffer not 
only from their lack of integration into a global design 
process covering the entire life cycle of the User Interface 
(UI) but also from the lack of modelling support software. 
In order to overcome these problems, current research 
projects are oriented towards a methodological framework 
which covers all stages from the first activity analysis stage 

up to the stage of the detailed specification of the UI [5]: 
The methods MAD* [6], DIANE+ [7], GLADIS++ [8], 
ADEPT [9] Unified User Interface Design [10], OBSM 
[11] and TRIDENT [12] go in this direction. These design 
methodologies are based on several models (task model, 
user model, interface model) and are aided by tools for the 
implementation of these models. 
Our research work falls into this category, but we 
emphasise the formal aspects of model representation and 
their transformation throughout the stages of the design 
process. The TOOD method [13] [14] is based on the 
representation that the user has of the task, apart from the 
considerations of computer processing. Like the UML/PNO 
method [15], HOOD/PNO [16] and ICO [17]), the TOOD 
method uses the object approach and the object Petri nets to 
describe, on the one hand, the functional aspects and the 
dynamics of the user tasks, and on the other hand the 
behavioural aspects of the HCI and of the user in order to 
specify how the tasks are performed [18].  
In this paper, we propose a set of rules allowing the user-
interface generation based on multi-agents PAC 
architecture. 
The integration of the PAC model in the TOOD 
methodology take place via two passages: the first from the 
task model to the PAC model and the second from the 
operational model to the PAC model. After the integration 
of the PAC model, we define the rules of the user-
interfaces generation. 
 
 
2.  TOOD and the cycle of development of 
User Interface  
 
The TOOD design process can be divided into four major 
stages, (Figure 1).  
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Figure 1. TOOD and the development cycle for the interface 

 
 

Name : T111 : -----
Description : -----
Decomposed from : T11 :

 into :
- T1111 : ------
- T1112 : ------
- T1113 : ------

Triggers :
- E111-1 : -----

Controls :
- C111-1 : -----
- C111-2 : ----

Input :
- I111-1 : -----
- I111-2 : -----

Output:
- O111-1 : -----
- O111-2 : -----

Reactions :
- R111-1 :-----
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- M-1 : -----
- M-3 : -----
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Figure 2. Generic structure of the class-task 

 
 
• The analysis of the existing system and of the need 

is based on its user’s activity and it forms the entry 
point and the basis for any new designs. 

• The Structural Task Model (STM) is concerned 
with the description of the user tasks of the system. It 
makes it possible to describe the user task in a 
coherent and complete way. 

• The Operational Model (OM) makes it possible to 
specify the UI objects in a Local Interface Model 
(LIM), as well as the user procedures in a User 
Model (UM) of the system to be designed. It uses the 
needs and the characteristics of the structural task 
model in order to result in an Abstract Interface 
Model (AIM) which is compatible with the user’s 
objectives and procedures. 

• The realisation of the UI is concerned with the 
computer implementation of the specifications 
resulting from the previous stage, supported by the 
multi-agent software architecture defined in the 
Interface Implementation Model (IIM). 

 
3.  Analysis of the existing system 
To know what the operator is presumed to do using the 
new system, we must know what is achieved in real work 
situations (the activity analysis) using an existing version 
of the system or a similar system. 
 
4. Structural Task Model (STM) 
 
After the stage of the existing system analysis and its 
user's activity, the structural task model (STM) makes it 
possible to establish a coherent and complete description 
of tasks to be achieved on the future system, while 
avoiding the inconveniences of the existing system and 
adding the new required functions and features. For that, 
two types of model are elaborated: a static model (SSTM) 
and a dynamic model (SDTM). 

The construction of the structural model is composed of 
four iterative stages: 

1. Hierarchical decomposition of tasks.   
2. Identification of objects and their components. 
3. Definition of the dynamics of the elementary 

tasks (terminal tesk). 
4. Integration of the task competition  

 
4.1. Static Structural Task Model (SSTM) 
The structural model enables the breakdown of the user’s 
stipulated work with the interactive system into 
significant elements, called tasks. Each task is considered 
as being an autonomous entity corresponding to a goal or 
to a sub-goal, which can be situated at various 
hierarchical levels. This goal remains unchanged in the 
various work situations. In order to perfect this definition, 
TOOD formalises the concept of tasks using an object 
representation model, in which the task can be seen as an 
Object, an instance of the Task Class. This representation, 
consequently, attempts to model the task class by a 
generic structure of coherent and robust data, making it 
possible to describe and organise the information 
necessary for the identification and performance of each 
task. 
Two types of document (graphical and textual), as shown 
in figure 2, define each task class. 
The task class is studied as an entity using four 
components: the Input Interface, the Output Interface, the 
Resources and the Body. We also associate a certain 
number of identifiers to these describers, which makes it 
possible to distinguish the Task Class amongst the others: 
Name, Goal, Index, Type and Hierarchy. 
 
4.2. Dynamic Structural Task Model (DSTM) 
The Dynamic Structural Task Model (DSTM) (figure 3) 
aims at integrating the temporal dimension (sequencing, 
synchronisation, concurrency, and interruption) by 
completing the static model.  
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Figure 3. TCS : Task Control Structure 

 
 
The dynamic behaviour of tasks is defined by a control 
structure, called TCS (Task Control Structure), based on 
an Object Petri Net (OPN). It is merely the transformation 
of the static structure. This TCS describes the input 
interface’s describer objects, the task activity, and the 
release of describer objects from the output interface as 
well as the resource occupation.  
 
Each TCS has an input transition t1 and an output 
transition t2 made up of a selection part and an action 
part. The functions associated with each transition allow 
the selection of objects and define their distribution in 
relation to the task activity (Figure 3). 
 
The selection part of transition t1 is made up of three 
functions: δ, β, χ 
 
• Priority function δ makes it possible to select the 

highest priority trigger for the task. This function is the 
basis of the interruption system. It allows the initiation 
of a task performance, even if another lower priority 
task is being carried out. However, the performance of 
the task in relation to this trigger remains subject to the 
verification of the completeness and coherence 
functions. 

• Completeness function β checks the presence of all 
the describer objects relating to an observed event, that 
is to say the input data, the control data and the 
resources used to activate the task class in relation to a 
given trigger event. 

• Coherence function χ assesses the admissibility of 
these describers in relation to the conditions envisaged 
for the task. This function is a set of verification rules 
which use simple logical or mathematical type 
operators and which obey a unique syntax making their 
formulation possible. 

 
The selection part of transition t2 has a completeness 
function ρ which checks the presence of output data and 

resources associated with the reactions released by the 
body of the task. 
The hierarchical tasks are considered to be control tasks 
for the tasks of which they are composed. Consequently, 
the action parts of the input and output transitions of their 
TCS possess respectively an emission function φ and a 
synchronisation function σ. Function φ defines the 
emission rules (constructors of the input transition) for 
transition t1, for the activation of the sub-tasks, as well as 
the distribution of data used by these sub-tasks. Function 
σ defines the synchronisation rules (constructors of the 
output transition) for the sub-tasks. 
 
 
5. Operational Model (OM) 
 
This stage has as an objective the automatic passage of 
the user tasks description to the specification of the HCI. 
It completes the external model describing the body of 
terminal task-objects in order to answer the question how 
to execute the task? (in terms of objects, actions, states 
and control structure). 
 
At this level we integrate resources of every terminal task-
object in its body. These resources become, in this way, 
component-objects. 
 
In the TOOD method, the interactive systems conception 
is supported by the Operational Model (OM) that has like 
objective the description of the user-interface to a high 
level of abstraction and the automation of the transition of 
the specification to the application conception [13]. 
The Operational Model (OM) is based on two stapes:   
- The UI composing specification for each terminal 

task supported by the User Model (UM) and the 
Interface Local Model (ILM).   

- The global interface specification supported by the 
Interface Abstract Model (IAM). 

The objective of the user's model is to understand and to 
formalize the user's behavior and as a consequence of to 
establish an interface conception centered user. 
The ILM describes the Interactive Objects (IO) behavior: 
the Object Controls Structure (ObCS). The ObCS defines 
the dynamics of these IO in terms of states, of offered 
service, of internal operation. These IO helps the user in 
the achievement of his task placing at his disposal a set of 
services. The ObCS is based on the Object Petri Net 
(OPN) formalism that facilitates their graphic 
representation (figure 4). 
 
The IAM describes classes of user-interface objects. The 
construction of a user-interface object class suggests the 
aggregation of all IO in the same name, of the ILM. This 
mechanism of aggregation is comparable to the relation of 
composition of the HOOD method (Hierarchical Object 
Oriented Design). 



 
Figure 4. Interactive Object ObCS. 

 
6. From the Task Model towards Multi-
Agents Model 
6.1. Multi-agents model: principle and objectives 
Agent-based models structure an interactive system as a 
collection of specialised computational units called 
agents. An agent has a state, possesses an expertise, and is 
capable of initiating and reacting to events [19] [20] [21]. 
A system based on the multi-agents model is composed of 
a certain number of communicating specialized agents 
between them and reacting to event considered like 
stimuli in order to produce stimuli for other agents 
[22].An agent is a complete information processing 
system: it includes event receivers and event transmitters, 
a memory to maintain a state, and a processor which 
cyclically processes input events, updates its own state, 
and may produce events or change its interest in input 
event classes. Agents communicate with other agents 
including the user. 
The properties of modularity and reuse offered by the 
multi-agents models permit to reduce the complexity of 
interactive systems conception, of easiness the transition 
toward the models of oriented objects conception. The 
multi-agents models provide a support to the structuring 
and to the organization of the dialogue [23]. The PAC 
model is software architecture model. 
The PAC model structures an interactive system in three 
components: the Presentation, the Abstraction and the 
Control. PAC (Presentation, Abstraction, and Control): 
the facets of an agent are used to express different but 
complementary and strongly coupled computational 
perspectives. A PAC agent has a Presentation (i.e., its 
perceivable input and output behaviour), an Abstraction 
(i.e., its functional core), and a Control to express 
dependencies. The Control of an agent is in charge of 
communicating with other agents as well as expressing 
dependencies between the Abstract and Presentation 
facets of the agent. In the PAC style, no agent Abstraction 
is authorized to communicate directly with its 
corresponding Presentation and vice versa.  
 

 
Figure 5. Structuring of an interactive system according to PAC. 

 
In PAC, dependencies of any sort are conveyed via 
Controls. Controls serve as the glue mechanism to express 
coordination, formalism transformations that sit between 
abstract and concrete perspectives [24]. 
PAC provides a setting of systematic construction 
applicable to all levels of an interactive system 
abstraction; it admits a straightforward separation 
between his components: Abstraction, Presentation and 
Control. 
 
The passage from the task model to the multi-agents 
model is composed of two big parts: the first consists in 
integrating the PAC model in the TOOD methodology 
that is based on the model of the task and the operational 
model and the second consists to the UI generation from 
the agent’s specification.  
 
6.2. Integration of PAC agent in TOOD 
The integration of the PAC model in TOOD will follow 
two stages: in the first place it’s a passage of the tasks 
hierarchy specifying the UI toward an agent’s hierarchy 
and in second place it’s a passage of the interface OM and 
ILM toward the PAC model. These two passages are 
automated via a set of rules that we will explain 
progressively.  
We take as a basis, in these two passages, on a set of 
generic rules allowing the PAC model to support the task 
model so that we can complete the phase of user-interface 
generation. 
 
6.2.1 Construction of the agent's arborescence  
In the TOOD methodology the specification of UI is 
based on the task model that to as objective to represent 
the interface following an arborescence of tasks going 
from the task root, which includes the whole interactive 
system, to the controls tasks to arrive to the terminals 
tasks. Of this fact the agent's UI specification will take the 
same structure that the task model. Indeed, we associate 
an agent root to the task root, controls agents to the 
controls tasks and terminals agents to the terminals tasks.  
Rule 1: to associate to the task root an agent root. 
Rule 2: to associate to each control task a control agent. 
Rule 3: to associate to each terminal task a terminal 
agent.



 
Figure 6. From the Task's arborescence to agent's arborescence. 

 
To enrich the arborescence of agents gotten while 
applying these three rules, we must take in account the 
interactive objects and the user's objects, which will be 
integrated in PAC arborescence by a passage of the 
operational model toward the PAC model. 
 
6.2.2. From the interface Operational Model and 
interface local model toward the PAC model 
The objective of the Operational Model is to describe the 
user-interface, to formalize and to automate the passage of 
the specification to the interactive systems conception. In 
the Interface Local Model, we have a description of the 
interactive objects behavior and a description of the 
interactions between these objects and the user. Every 
interactive object specifies the domain objects that assure 
the interaction between the user and the application. Of 
that made, we associate to each interactive object an agent 
that supports it and to each objects of the domain an agent 
that also supports it. 
Rule 4: to associate to each interactive object of the 
Interface Local Model an agent resource.   
Rule 5: to associate to each object of the domain of the 
Domain Object Model a domain agent. 

After the application of these five first rules, we get an 
arborescence of agent PAC supporting the user-interface 
of the interactive application. This arborescence is 
composed by: 
- -An agent root that will support the interactive 

application. It controls the set of the agents. 
- The control's agents to organize the dialogue between 

the agent root and the terminal agents. 
- The terminal agents that manipulate the interactive 

object agents. 
- The objects user’s agents and of the interactive object 

agents. 
 
6.2.3. Reduction of the agent’s hierarchy 
The systematic association of resources agents and the 
domain agents to the interactive objects and to the domain 
objects presents an inconvenience when it is about a same 
interactive object used by two different agents: there is 
redundancy of agent. To surmount this problem us are 
going to aggregate the two interactive objects agents to 
train only one agent (figure 7). 
Rule 6: To aggregate two identical interactive objects 
agents, if they are supported by two different terminal 
agents. 

 

 
 

Figure 7. Agent’s aggregation. 
 



 
 

Figure 8. Agent’s communication. 
 

6.3. Agent’s communication 
 
Agent's hierarchy expresses the potential that an agent has 
to supervise and to coordinate the activities of lower 
abstraction level agents, and in particular to assure the 
information consistency shared by himself and its 
subordinate agents. Indeed, this hierarchy has two direct 
consequences: 
 
- An agent cannot be invoked that by the agent of 

which he is the direct underling. 
- The agents of dialogue coins treat parts of their 

dialogues to their subordinate agents. 
 
In our approach, this communication inter agents is based 
on the operational model. 
The Object Controls Structure (ObCS) that describes an 
agent's internal and external behavior is representing by 
its control facet. Every agent's internal behavior is 
deducted by the execution of each object terminal task 
that will be achieved by the activity and the behavior of 
its interactive objects and users objects. Indeed, an 
interactive object agent can solicit the agent's facet 
presentation that supports it through the internal fluxes 
and can solicit the facet presentation of its subordinate 
agent through the external fluxes.   
The establishments of the agent’s hierarchy and the 
communication between its components have for 
objective to generate the application UI. 
 
7. User interface generation 
The concept of interface generator is based on the agent’s 
behavior specification   to create an interactive system. 
The generator has for objective to facilitate the 
development and to identify the interface reusable 
elements. 
We will complete our gait by a set of rule already assuring 
the interface generation from agent's arborescence. 

 
 

Figure 9. Affectation of the agent’s frame. 
 
In the first place, we affect a frame to each presentation 
facet of agents root, of controls agents and terminal 
agents. Each frame will take the agent's name that 
supports it. 
Rule 7: To affect to an agent's facet presentation a frame 
carrying its name. Agent’s resources and the agent’s 
domain objects won't follow this rule since they have a 
very definite presentation (zone of seizure, list of choice, 
combo-box . . .). 

7.1. Second reduction of the agent’s hierarchy 
The systematic affectation of a frame to every 
presentation facet generates an interface with an important 
frame number. Among these frame, there is that don't 
have a meaningful role in the interface. Of this fact we are 
obliged to merge the two agents that are at the origin of a 
useless frame provided that they are bound by a 
hierarchical tie. 
Also, we can solve this problem by a masking of the 
presentation facet of the most superior agent in the 
hierarchy. 
Rule 8: To merge the two agents that are at the origin of 
a useless frame. 
Rule 9: To conceal the presentation facet of the most 
superior agent. 
The choice of one of the two rules is let to the designer's 
common sense. Up to here, we have a set of frame 
emptiness representing the presentations facets of the 
agent’s roots, controls and terminals. It remains the 
investment of the interactive objects in these frames to 
finish the application interface generation part. 

7.2. Interface construction 
Three techniques of frame's components investment exist: 
- The static investment that consists in positioning the 

components of the interface manually.   
- The investment under constraints that positions the 

components the some in relation to the other. 
- The implicit investment that encapsulates the 

components in containers, which will be positioned in 
the final interface. 



 

 
 

Figure 10. Application of the rules 10 and 11. 
 
In our gait, we will use the implicit investment. Indeed, 
we will place the interactive objects in containers, every 
container will carry the agent's resource name that 
supports it, and then these containers will be placed in the 
frame of the terminal agent presentation facet that 
supports these interactive objects (figure 10). 
 
Rule 10: to associate a container to the presentation facet 
of each agent interactive object. 
Rule 11: to place the containers in the terminal agent’s 
presentation facets. 
 
In the same way, for the objects of the domain that will be 
regrouped in the tab of the interactive object that 
manipulates them. We defined the facets of presentation 
of the terminal agents. It remains to define the 
presentation facets of the control agents. We can use the 
same logic-temporal relations (the sequence, the 
parallelism and the choice) applied in TOOD on the task 
model, in our agents model. 
Rule 12: if an agent supervises a set of agents that 
executes them in choice, we associate to the agent 
presentation facet a container that is under the shape 
beyond figure 11. 
 

 
 

Figure 11. Presentation of control agent. 
 

Rule 13: if the agent supervises a set of agents that 
executes them in parallel or in sequence, we apply the 
rules 6 and 7. 
 
8. Conclusion 
 
The use of the object oriented approach and object Petri 
nets presents several advantages for the modeling of the 
user task. Indeed, the TOOD task model, through its static 
and dynamic description, allows the modularity of 
specifications, the expression of interruptions and 
concurrency. 
Moreover, the TOOD method can contribute towards 
helping with communication between the different actors 
in the design process through its formal description.  
In the objective to generate the user interface, we have 
described in this paper a set of generic rules. These rules 
defining our approach to integrate the agent model in the 
TOOD methodology. They have for objective to guide 
the passage of the task model toward the PAC model. 
This model will allow the user interface generation based 
on agents PAC. 
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